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## HI G H L I G H T S

－Modifying the range of hyperbolic sine and cosine functions from the range $(-\pi / 4$ to $+\pi / 4)$ to the range $(-\pi$ to $+\pi)$ ．
－Use three ROMs positive integers，positive values，and negative values，to design the exponential．
－System stores half wave of hyperbolic sine and cosine functions in memory，instead of storing full wave．
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ABSTRACT
This paper presents the implementations of the hyperbolic sine and cosine functions，which are essential in many digital systems．In the previous eras，these functions were only implemented in software；however，hardware implementations have recently become more significant due to the performance advantages of hardware systems over software implementations．Therefore，these functions can be hardware implemented using various methods such as the CORDIC algorithm，Taylor series，polynomial approximation technique，and LUT approach．This paper focuses on reducing area utilization（logic components），low latency，and reducing power consumption．Five designs are proposed based on different techniques，in which the ROM approach achieved the best results compared to the other four proposed designs．It also achieved low area utilization， high speed and low power consumption compared to the related works where the ROM approach consumes the resource utilization are as follows：zero flip－flops， （26）occupied slices，and（43）look－up tables．The total power consumed is about $(56 \mathrm{~mW})$ ，and there is a high execution speed of one clock cycle．

## 1．Introduction

Hyperbolic functions such as the $\sinh (\mathrm{x})$ and $\cosh (\mathrm{x})$ can be used in different fields，such as scientific computing，and are commonly used in engineering fields，including signal processing，power transmission，aerospace，statistics，etc［1，2］．Earlier， hyperbolic functions were often only implemented in software；however，due to the performance advantages of hardware systems over software implementations，hardware implementations of these functions have gained significance．Various methods can be used to implement the hyperbolic tangent function in hardware，such as the Taylor series，CORDIC algorithm，polynomial approximation technique，and look－up table（LUT）approach．The LUT approach is deemed simple and fast since it computes functions $\sinh (x)$ and $\cosh (x)$ using stored values in memory blocks via the interpolation method［3，4］．The memory block size for this method must be carefully chosen because the computational accuracy and the resource utilization required cannot be compromised．The Maclaurin series is used to represent functions $\sinh (x)$ and $\cosh (x)$ in the polynomial approximation technique（x）．The Maclaurin series is an infinite sum of derivatives generated from the Taylor series approximation at zero， which necessitates using many multipliers and adders［5，6］．Although look－up tables can store factorial values，their design area and memory appear inefficient．Only shift and addition operations are used in the COordinate Rotation DIgital Computer （CORDIC）algorithm to compute the functions $\sinh (x)$ and $\cosh (x)$［7］．The CORDIC algorithm is an important hardware realization technique since it requires fewer registers and clock cycles to calculate functions $\sinh (x)$ and $\cosh (x)$［8－10］．There are no hardware methods among the four mentioned above that properly combine low area reduction，low latency，and high accuracy，which is a critical requirement for several scientific computing applications．Therefore，the primary objective of this research is to implement the sine and cosine hyperbolic function on an FPGA with high performance and low resource utilization． The reason for using the Field Programmable Generic Array（FPGA）platform is due to the following characteristics：it lacks expensive multicore Central Processing Units（CPUs）and is high density and performance．

In contrast to General Purpuse Processor (GPP), which runs sequentially, FPGA can work in parallel and achieve orders-ofmagnitude speedup [11,12]. FPGA is perfect for prototype designs where hardware testing and verification are done immediately on the chip. It also provides the advantages of software flexibility, hardware speed, re-programmability, and minimum time to market. Moreover, design flaws can be corrected without adding more hardware expenditures [13-16].

In this paper, a survey of previous studies has been made, and a lot of recent scientific research on earlier works on hyperbolic functions has been read, especially sine and cosine hyperbolic functions. In [17], the authors presented the fundamental CORDIC method, as well as its application and implementation of a greater variety of hyperbolic functions. For real-time performance, the designed architectures take advantage of high levels of pipelining and parallel processing. With a gate count utilization of $75,151,1791(17 \%)$, and $3014(58 \%)$ of the flip-flop and the occupied slices, respectively, the design can fit on a single chip and be implemented using Register Transfer Level (RTL) compliant Verilog code. Xilinx's XC2V1000-6bg575 FPGA device is used to implement the design.

The researchers in [18] presented an area-efficient multiplier-less architecture to compute exponential and hyperbolic functions. Its implemented architectures have been synthesized on the Virtex-4 FPGA and Altera Quartus -II kits. Applications that demand high frequency can use this architecture. The design comprises three cases, and as iterations are increased, more hardware resources are used ( N ). Hence, $\mathrm{N}=12$ has approximately 40 flip-flops, 175 slices, 52 bonded IOBs, and 330 four-input LUTs. When $\mathrm{N}=13$, there are about 44 slice flip flops, 176 slices, 56 bonded IOBs, and 333 four-input LUTs; this shows the number of each component type for various values of N. Also, the proposed architecture of logical components comprises 274 elements, and the number of logical elements has been defined as an area parameter.

In the suggested work of Fu et al. [19], they present another way to compute hyperbolic functions. The Quadruple-stepahead Hyperbolic CORDIC (QH-CORDIC) technique, which the authors proposed, is based on an enhanced CORDIC algorithm and allows for low latency and high accuracy computation of $\sinh (x)$ and $\cosh (x)(Q H-C O R D I C)$. Since the exponential function ( $e^{x}$ ) mostly consists of $\sinh (\mathrm{x})$ and $\cosh (\mathrm{x})$. The study investigated Range Of Convergence (ROC) and the validity of the QHCORDIC while computing the exponential function $e^{x}$ with all-floating-point-domain inputs. The suggested circuit architecture has 32 clock cycles, 512 flip-flops, and 29172 LUTs, together with 9430 register slices. It was mapped to an FPGA device while synthesized in the Xilinx Integrated Synthesis Environment (ISE) Design Suite.

## 2. Theoretical Background

This section introduces the theoretical and principles of hyperbolic functions. In addition, the techniques used to compute the hyperbolic functions.

### 2.1 Exponential Function

The exponential function of a generic real-valued variable x is typically expressed as [20]:

$$
\begin{equation*}
f(x)=\exp (x)=e^{x}>0, x \in R \tag{1}
\end{equation*}
$$

where, $\mathrm{e}=2.71828 \ldots$. is the Euler number. Given a complex (therefore, including real) function $f(x)$ that has infinite derivatives at a point x 0 , its respective Taylor series expansion around $x_{0}$ is as follows [20]:

$$
\begin{equation*}
f(x)=f\left(x_{0}\right)+\frac{f\left(\dot{x}_{0}\right)}{1!}\left(x-x_{0}\right)+\frac{f\left(\ddot{x}_{0}\right)}{2!}\left(x-x_{0}\right)+\frac{f\left(\ddot{x}_{0}\right)}{3!}\left(x-x_{0}\right)+\cdots \tag{2}
\end{equation*}
$$

where $f^{*}$ is the first derivative, and so on. When $x 0=0$, the Taylor series is often called the McLaurin series. The exponential function $f(x)=e^{x}$ can be expressed in terms of its McLaurin series [20]:

$$
\begin{equation*}
f(x)=\exp (x)=e^{x}=1+x+\frac{x^{2}}{2}+\frac{x^{3}}{6}+\frac{x^{4}}{24}+\cdots=\sum_{k=0}^{\infty} \frac{x^{k}}{k!} \tag{3}
\end{equation*}
$$

With infinite radius of convergence, i.e., $\forall x \in R$, meaning that the exponential function is entire (i.e., holomorphic in the complex plane). The series above provides a means to numerically calculate the exponential function in terms of the simpler sum and multiplication operations. The exponential function has several useful properties. Some of them are presented as follows:

$$
\begin{gather*}
e^{0}=1  \tag{4}\\
e^{x}>0, \forall x  \tag{5}\\
e \alpha^{(a+b)}=e^{\alpha a} e^{\alpha b}, \forall \alpha, a, b \in R  \tag{6}\\
e^{a b}=\left(e^{b}\right)^{a}=\left(e^{a}\right)^{b}, \quad \forall a, b \in R \tag{7}
\end{gather*}
$$

### 2.2 Hyperbolic Sine (Sinh) and Cosine (Cosh) Function

Until recently, hyperbolic functions were only implemented in software. Because of the superior performance of hardware systems over software implementations, their hardware implementation has become necessary [18]. In neural networks, hyperbolic functions and exponents are used to compute activation functions, hardware realization of single-neuron units, and adaptive filtering [21-24]. Hyperbolic functions $\sinh x$ and $\cosh x$ can be defined in terms of the exponential function $\left(e^{\theta}\right)$. Figure 1 shows the hyperbolic sine and cosine graphs. The exponential function represents the most common arithmetic operation after the addition, subtraction, multiplication, and division operations and is one of the essential fundamental components of floating-point and fixed-point applications. The exponential function is an essential operation in 3D computer graphics, digital signal processing (DSP), scientific computing, artificial neural networks, logarithmic number systems, and multimedia applications [25-27]. Many of these applications have aggressive performance goals requiring the evaluation of an exponential function in a few microseconds [28,29]. The combination of greatly enhanced FPGA architectures and a vital need for higher performance density in new applications creates a strong demand for improved algorithms [30,31]. Although these procedures produce high accuracy, they are usually too sluggish for real-time applications or numerically intensive [32,33]. In addition, exponential is used to calculate hyperbolic functions. Hyperbolic sine and cosine (sinh and cosh) can be shown utilizing (8) and (9) $[31-34]$ :

$$
\begin{align*}
& \operatorname{Sinh}(x)=\frac{e^{x}-e^{-x}}{2}  \tag{1}\\
& \cosh (x)=\frac{e^{x}+e^{-x}}{2} \tag{2}
\end{align*}
$$



Figure 1: The Hyperbolic Sine, Cosine, And Tangent Functions Graphs [34]

### 2.3 Approaches to Computing the Trigonometric and Hyperbolic Functions

Many approaches can produce hyperbolic functions such as sine, cosine, tan, sinh, cosh, and tanh functions using Tylor's series, the CORDIC algorithm, polynomial curve fitting, and the LUT approach. Hyperbolic functions are used at every computation point in today's technological environment, from space navigation to the internet micro-architecture of chips. Various methods have been presented for computing hyperbolic functions to be implemented and realized in hardware; some of the most commonly used methods are introduced in the following subsections of this work.

### 2.3.1 Cordic algorithm

The CORDIC algorithm was first described in 1959 by Jack E. Volder as a sophisticated solution to evaluate the trigonometric function. In 1971, J. Walther extended the CORDIC algorithm to hyperbolic functions, which is now found in many applications [36]. In addition, this algorithm can be implemented using special arithmetic units such as shift registers,
adders, subtractors, and special interconnects instead of multiplication operations which are many costs in digital hardware implementation [37].

In circuit implementation practice, effective hardware design is crucial. By primarily computing addition and shift operations, the CORDIC algorithm completely meets the premise of providing an efficient and affordable hardware implementation operation [38]. This algorithm's enhancement has been a prominent research topic. Numerous developments have been created in algorithm design and architectures, particularly for high-performance and low-cost hardware solutions. Pipelined and parallel CORDIC has been advised for high throughput computations [39]. This algorithm is an iterative method for calculating rotation in 2-dimensional vectors, linear, circular, and hyperbolic coordinate systems [38-40] which is especially suitable for solving the trigonometric relationships involved in a plane coordinate rotation and conversion from rectangular to polar form. Particular predetermined angles rotate the input vector in rotation mode. The input vector is then rotated so that the summation of the rotated angles equals the desired angle to be computed. The angle accumulator stores the starting angle, which gradually approaches zero. Vectoring mode converts rectangular coordinates to polar coordinates. The angle accumulator is set to zero, and the sum of the rotated angles equals the angle to be calculated. Also, for each iteration, the y component approaches zero [17].

The mathematical representation of the hyperbolic CORDIC mode $m=-1$, the final contents of the $X$ and $Y$ registers are given by

$$
\begin{align*}
& X_{(N+1)}=K_{h}\left(x_{i n} \cosh \left(z_{i n}\right)+y_{i n} \sinh \left(z_{i n}\right)\right)  \tag{3}\\
& y_{(N+1)}=K_{h}\left(x_{i n} \sinh \left(z_{i n}\right)+y_{i n} \cosh \left(z_{i n}\right)\right) \tag{4}
\end{align*}
$$

However, the vector is rotated by small angles in the rotation mode. The summation of all angles will arrive at the desired angle. The final coordinates are obtained if $\left(z_{i}\right)$ equals zero. The CORDIC hyperbolic equation is

$$
\begin{gather*}
X_{i+1}=k_{i}\left(x_{i}-\mu_{i} y_{i} d_{i} 2^{-1}\right)  \tag{5}\\
y_{i+1}=k_{i}\left(y_{i}-x_{i} d_{i} 2^{-1}\right)  \tag{6}\\
z_{i+1}=z_{i}-d_{i} \emptyset_{i} \tag{7}
\end{gather*}
$$

where $i=\tanh ^{-1} 2^{-i} \quad, \mu=-1$ for hyperbolic equations i represent the iterations $(i=1,2,3 \ldots \mathrm{~N})$. After n iterations, the generalized hyperbolic Equation can be expressed below.

$$
\begin{gather*}
X_{n}=A_{n}(x \cosh z+y \sinh z)  \tag{8}\\
y_{n}=A_{n}(y \cosh z+x \sinh z)  \tag{9}\\
z_{n}=0 \tag{10}
\end{gather*}
$$

### 2.3.2 Taylor series

It is possible to define the Tylor series as an infinite sum of terms at a single point using its derivatives. This method produces trigonometric functions and mathematics. In order to realize the expression of a particular process, the mathematical function must be derived, and at a certain point, this produces a sequence of terms [10]. Madhava of Sangamagrama provided the earliest instances of the use of the Taylor series and closely related techniques in the 14th century, including those of the sine, cosine, tangent, and arctangent trigonometric functions [41]. Compared to standard CORDIC, the Taylor series expansion only permitted rotation in one direction [38]. Tylor series suffers from high order and utilizes enormous resources of the designed system, which are slow and require floating points. The Taylor series expansion equation of the hyperbolic terms is given as follows [42]:

$$
\begin{align*}
& \sinh (\theta)=\theta+\frac{\theta^{3}}{3!}+\frac{\theta^{5}}{5!}+\cdots+\frac{\theta^{2 n+1}}{n!}  \tag{11}\\
& \cosh (\theta)=1+\frac{\theta^{2}}{2!}+\frac{\theta^{4}}{4!}+\cdots+\frac{\theta^{2 n}}{2 n} \tag{12}
\end{align*}
$$

This series cannot be implemented in hardware in its original form as it contains infinite terms. Thus, it needs to be approximated from the hardware implementation perspective, implying a compromise in accuracy [42]. The advantage of this method is that it is one of the oldest and most widely used and has higher accuracy [43], and includes the study of approximate calculations. While this method has the advantage of increased accuracy, higher-order factorial and numerous orders must be calculated. Although this method produces correct results at higher iterations, unnecessary memory is wasted to keep the intermediate results, and it takes longer to produce the desired result due to its iterative nature [44].

Moreover, implementing this method would at least require a multiplier, divider, adder, and subtractor. Finally, for best accuracy, it would be required to take each term in calculation till they become insignificant. Thus, this approach has many hardware requirements and is slow.

### 2.3.3 Polynomial approximation technique

Curve fitting is a statistical analysis approach that determines the "best fit" line or curve for a group of data points[45]. Curve fitting is the process of determining a mathematical link between a collection of scattered experimental data. As a consequence, it is very easy to use and has a clear analytical formula. It may also specify the overall design of data point acquisition [46]. So far, the used polynomial interpolation to replace the unknown function $y=f(x)$ with a polynomial of degree at most (n), resulting in Equation (20).

$$
\begin{equation*}
f\left(x_{i}\right)=p_{n}\left(x_{i}\right)(i=0,1,2, \ldots, n) \tag{13}
\end{equation*}
$$

The Maclaurin series is used in the polynomial approximation approach to depict a function as an infinite accumulation of derivatives generated from the Taylor series approximation at zero.

Polynomial function fitting is a non-linear and higher-order curve fitting approach that covers the complete range of (n) data points. Two commonly utilized methods are direct polynomial fitting and indirect polynomial fitting. Moreover, the polynomial fitting has been used in several domains as a method for approximating functions. For example, implicit polynomial curves have been widely used in computer graphics, vision, and time series [47].

The use of high-degree algebraic curves and surfaces as geometric models or form descriptors for various model-based computer vision tasks has recently been developed, despite their apparent suitability for object classification and positioning applications. In most circumstances, the resulting algebraic curves or characters are unbounded [48]. The general polynomial equations can be written as follows:

$$
\begin{gather*}
\sum y_{i}=n a_{0}+a_{1} \sum x_{i}+a_{2} \sum x_{i}^{2}+\cdots a_{n} \sum x_{i}^{n}  \tag{14}\\
\sum x_{i} y_{i}=a_{0} \sum x_{i}+a_{1} \sum x_{i}^{2}+\cdots+a_{n} \sum x_{i}^{n+1}  \tag{15}\\
\sum x_{i}^{n} y_{i}=a_{0} \sum x_{i}^{n}+a_{1} \sum x_{i}^{n+1}+\cdots a_{n} \sum x_{i}^{2 n} \tag{16}
\end{gather*}
$$

Correct implicit polynomial order is necessary of the polynomial curve to roughly fit the data from the real sample. Academics have extensively researched the optimal approach to determine the appropriate order of implicit polynomials. The results show that the zero set can be either bounded or unbounded depending on the order of the implicit polynomial but that the zero set is always unbounded when the order is odd. Hence, even order is often used. This interpolation is utilized to estimate the numerical findings with the least amount of inaccuracy possible. In a data collection with points, interpolation determines functions that allow graphs to pass across each dataset point. The minimum error of the data set is obtained [49]. Basic mathematical operations are often employed in several applications, including electronic calculators, computer simulations, and crucial embedded devices. Always an approximation, their assessment often uses mathematical characteristics, precalculated tabular values, and polynomial approximations. This approximation approach requires more multipliers and adders than is practical in hardware, which results in an inefficient design. Also, because the same factorials are calculated each time, the factorial computation can be decreased Although look-up tables can store those values, the design memory is inefficient [50,51]. This approach is area consumption because it uses a lot of multipliers.

### 2.3.4 Look-up table approach (LUT)

Tabulated values typically embed rounding errors inherent to the transcendence of elementary functions [52]. While the second range reduction sometimes uses fast but inaccurate hardware approximations, it is often implemented using a look-up table. The interpolation method computes trigonometric and hyperbolic functions with stored values in memory blocks. The amount of memory block entries for this approach must be carefully determined since the computational accuracy and needed hardware area cannot be compromised [53], which is fast but requires memory or limited precision [54,55]. Unfortunately, the hardware efficiency of look-up tables (LUTs) deteriorates with increasing word length.

The look-up table can be big or small, but the smaller the look-up table, the more error is involved. The drawback of a larger look-up table is that it uses more memory, which is costly. Additionally, the look-up table size increases exponentially as the angle accuracy improves. Even though it yields quick results, this strategy is quite expensive to adopt.[44]. The advantage of the

LUT is that it is simple and direct and can be used for all functions as mentioned above calculations; the drawback is that when the data quantity is large, storage space will increase exponentially. Look-up tables allow blocking Random Access Memory (RAM) to store the outputs of trigonometric and hyperbolic functions. A larger amount of block RAM can be used to store more precise outputs. This is a tradeoff decision between area utilization and precision. This method gives accurate answers for certain discreet values but fails unexpectedly if inputted values are not standard. It also involves unnecessary wastage of memory in making look-up tables, and time is wasted in comparisons. Furthermore, the hardware efficiency of Look Up Tables (LUTs) deteriorates with increasing word length.

## 3. The Proposed Design of Hyperbolic-Sin and Cosine Functions

Before starting to design the hyperbolic functions, it is necessary to study the main core and equation that can construct these functions, and from the equation mentioned in section )3.1), the main mathematical expression to implement the hyperbolic functions is the exponential function. Therefore, the proposed exponential function will be discussed and described in the following subsection.

### 3.1 The Proposed Design of Exponential Function

The proposed design of the exponential function represents the core of all proposed hyperbolic functions designs such as sinh, cosh, and tanh functions. Figure 2 shows the proposed design of the exponential function implemented using hard FPGA blocks of Xilinx System Generator (XSG). The proposed system depends on the decomposition technique, which can be illustrated mathematically in Equation (24).

$$
\begin{equation*}
e^{i n t . f r a}=e^{i n t} * e^{f r a} \tag{17}
\end{equation*}
$$

where, int is known as an integer number, and fra is the fraction number after the decimal point. The main concept of this technique is to take the exponential of the integer and the fractional terms separately and then multiply them together (according to the product rule of exponents $\left(\boldsymbol{a}^{x 1} * \boldsymbol{a}^{x 2}=\boldsymbol{a}^{x 1+x 2}\right)$ instead of taking the exponential of the floating number directly. Theta represents the input number that needs to calculate its exponential, which has a width of 10 -bit. Where the width of the integer number is 4-bit (before the binary point), and the fractional number (after the binary point) is 5 -bit, one bit is assigned of the sign. According to the above detail of the input angle, the integer number occupied (locations $=2^{4}=16$ ) locations of one memory, and the number of locations of the fraction number is $\left(2^{5}=32\right.$ locations) stored in a second memory. Whereas the negative values are stored in a third memory with a size of $\left(2^{7}=128\right)$ locations. Therefore, the total number of the locations of the three memories are (total memory size $=16+32+128=176$ locations). In contrast, if the direct exponential is taken, it will take $\left(2^{10}=1024\right)$ locations, meaning storing these values will take many memories. The range of integer term is $(-15$ to +15$)$; the reason for taking this range can be described as follows: firstly, when taking the exponential of the negative part of the range (4 to -15 ), it will produce a minimal value close to zero. Secondly, not taking the range greater than ( +15 ) because it will generate a vast number (reslut $* 10^{8}$ ).

### 3.2 The Proposed Hyperbolic-Sine and Cosine Design Based on Exponential System

The central concept of this design is based on the sinh and cosh equations that are depicted as follows:

$$
\begin{align*}
& \operatorname{Sinh}(X)=\frac{e^{X}-e^{-X}}{2}  \tag{18}\\
& \operatorname{Cosh}(X)=\frac{e^{X}+e^{-X}}{2} \tag{19}
\end{align*}
$$



Figure 2: The Proposed Design of Exponential Function
Figure 3 shows the proposed design based on the suggested Exponential design that is explained in detail in section (3.1). The essential addition to the Exponential system is the addition of two multiplexers (Mux1 and Mux2) instead of using one multiplexer that only produces either $e^{-X}$ or $e^{X}$. The main purpose of the Mux1 and Mux2 blocks are to generate both ( $e^{-X}$ and $e^{X}$ ) in same time. Consequently, the output of the Mux1 and Mux2 blocks will be driven to the AddSub and AddSub1, respectively, to acquire $\left(e^{X}-e^{-X}\right)$ and $\left(e^{X}+e^{-X}\right)$ where they represent numerators of the equations (25) and (26), respectively. Then, the Shift and Shift1 blocks are used to shift the output of the AddSub and AddSub1 one position to the right, in which the shifting operation represents the division of the numerator $\left(e^{X}-e^{-X}\right)$ and ( $e^{X}-e^{-X}$ ) by 2 to obtain the hyperbolic sine (Sinh $(\mathrm{X})$ ) and hyperbolic cosine $(\operatorname{Cosh}(\mathrm{X})$ ) functions, respectively. The final results of $\operatorname{Sinh}(X)$ and $\operatorname{Cosh}(X)$ can be acquired by the Display and Display1 blocks, respectively.


Figure 3: The Proposed Sinh and Cosh Design Based on Exponential System

### 3.3 The Proposed Hyperbolic-Sine and Hyperbolic-Cosine Design Based on Tylor Series Method

The suggested design employs the hard FPGA blocks created with XSG. The system proposed is based on the Tylor series method. Some modifications have occurred according to the sinh and cosh of the Tylor series equations. These modifications are represented by removing the factorial of the number from the denominator and replaced with a number to the base $2\left(2^{n}\right)$. The reason for using $\left(2^{n}\right)$ is to approximate the number that generated by the factorial function. Therefore, the factorial function can be implemented using the shift operation instead of the multiplications operation. For instance, the third term of the sinh
function of the original Tylor series equation is $\left(\frac{x^{5}}{5!}\right)$ where the denominator $(5!=120)$. Whereas the third term of the modified Tylor series of sinh Equation (27) is $\left(\frac{x^{5}}{2^{7}}\right)$ where the denominator $\left(2^{7}=128\right)$. Also, of the fourth term $\left(\frac{x^{7}}{7!}\right)$ where $(7!=5040)$, whereas the fourth term of the modified Tylor is $\left(\frac{2^{7}}{2^{12}}\right)$ where $\left(2^{12}=4096\right)$ and so on. The same procedure is applied to the cosh Equation (28). Many reasons for using the denominator with a number to the base of 2 can be described as follows: firstly, to make the result of the denominator approach to the number produced by the factorial function. Secondly, the ability to implement the design in the Hard FPGA blocks. Finally, reduce the resource utilization devices with relatively high accuracy of the obtained results.

The hyperbolic sine and cosine Equations can be expressed as follows:

$$
\begin{align*}
& \operatorname{Sinh}(x)=x+\frac{x^{3}}{6}+\frac{x^{5}}{2^{7}}+\frac{x^{7}}{2^{12}}  \tag{20}\\
& \operatorname{Cosh}(x)=1+\frac{x^{2}}{2}+\frac{x^{4}}{2^{4}}+\frac{x^{8}}{2^{15}} \tag{21}
\end{align*}
$$

Relatively high accuracy results are obtained from these four terms of the sinh and cosh equations (27) and (28), respectively. Figure 4 shows that the input angle ( X ) is fed directly to the Mult Block and the AddSub block. The multiplication blocks are used to achieve the order value of X . where Mult, Mult1, Mult2, Mult3, Mult4, Mult5, and Mult6 are used to produce $X^{2}, X^{3}, X^{4}, X^{5}, X^{6}, x^{7}$ and $x^{8}$, respectively. In addition, the shift blocks are used to represent the right shifting operation therefore the division operation is obtained rather than the using of the standard division block. The Shift, Shift1, Shift2, Shift3, and Shift4 blocks are respectively equivalent to $\left(\frac{x^{2}}{2}, \frac{x^{4}}{2^{4}}, \frac{x^{5}}{2^{7}}, \frac{x^{7}}{2^{12}}\right.$, and $\left.\frac{x^{8}}{2^{15}}\right)$ which are represent the terms of (27) and (28) Equations. Whereas, the first term of $\sinh (\mathrm{X})$ equation is represented by the CMult block, which multiplies the coefficient value (0.1667) with $\left(X^{3}\right)$ instead of using the shifting block to represent $\left(\frac{X^{3}}{6}\right)$ As can be noticed from Figure 4 , the $\operatorname{Sinh}(X)$ equation consist of four summation term that represented by AddSub, AddSub2, and AddSub3 blocks. Where, the output of the AddSub block is represented by the summation of the first and second terms $\left(x+\frac{x^{3}}{6}\right)$. Then this output will be added to the third term by using the AddSub1 block to get $\left(x+\frac{x^{3}}{6}+\frac{x^{5}}{2^{7}}\right.$. The AddSub2 block adds the fourth term to produce the hyperbolic sine equation. In contrast, the $\operatorname{Cosh}(X)$ equation has also four terms that donated by AddSub3, AddSub4, and AddSub5. The Constant Xilinx block represents the first term with the value of (1), and then the second term is added to it using the AddSub3 block. Consequently, the output is used to sum the third term by using AddSub4 to get $\left(1+\frac{x^{2}}{2}+\frac{x^{4}}{2^{4}}\right)$. To produce the final hyperbolic cosine equation, the AddSub5 block is used. The results of $\operatorname{Sinh}(X)$ and $\operatorname{Cosh}(X)$ is respectively obtained by the Display and Display1 Simulink blocks.


Figure 4: The Proposed Sinh and Cosh Desing Based on Tylor Series Method

### 3.4 The Proposed Hyperbolic-Sine and Cosine Design Based on Modified Tylor Series

The modified Tylor method design is realized to improve the previous design. The suggested design is realized according to the Tylor series equation with some modifications by adding a zero to each term that the $X$ order is neglected. The primary concept of this design is based on Equation (23), which is covered in detail in section (2.3.2). Equation (23), which uses the distributive property of multiplication, multiplies the first coefficient by ( X ) before adding it to the second coefficient and so forth. According to the Equation (23), the $\operatorname{Sinh}(\mathrm{X})$ and $\operatorname{Cosh}(\mathrm{X})$ can be expressed as follows:

$$
\begin{gather*}
\left.\operatorname{Sinh}(X)=\left(\left(\left(\left(\left(\left(\frac{x}{2^{12}}+0\right) x\right)+\frac{1}{2^{7}}\right) x+0\right) x+\frac{1}{6}\right) x+0\right) x+x\right)  \tag{22}\\
\left.\operatorname{Cosh}(X)=\left(\left(\left(\left(\left(\left(\frac{X}{2^{15}}+0\right) X+0\right) X+0\right) X+\frac{1}{2^{4}}\right) X+0\right) X+\frac{1}{2}\right) X+0\right) X+1 \tag{23}
\end{gather*}
$$

The realized design is constructed of two major parts, as shown in Figure 5. The upper part represents the hyperbolic-sine function, and the other is of the hyperbolic-cosine function. The counter block acts as a pointer to the ROM block, which holds the exact values of the coefficients, which are subsequently multiplied by the ( X ). When the Mult block receives the input angle(X), the counter begins counting eight counts ( 0 to 7 ), which indicate the order value of (X). According to Equation (29), the summation term will be represented by the AddSub block and will consist of seven terms. The Register block will store the current value of the coefficient in each count, and the output of the Register Xilinx block will then be multiplied by (X) through the Mult1 block. The hyperbolic-cosine will be calculated using the exact same procedure.

In contrast, there are two main differences. The first one is that the Counter block counts nine counts $(0$ to 8$)$, representing the terms number of Equation (30). The coefficient values of Equation (30) will be used to store the ROM1 block, which was the second difference. And the same process will occur.


Figure 5: The Proposed Sinh and Cosh Desing Based on Modified Tylor Method

### 3.5 The Proposed Hyperbolic-Sine and Cosine Design Based on ROM Method

Figure 6 shows the proposed design using the Read Only Memory (ROM) approach using XSG. Since the sinh function is considered an odd function due to $(\operatorname{Sinh}(-x)=-\operatorname{Sinh}(x)$ and $\operatorname{Sinh}(x)=\operatorname{Sinh}(x))$, therefore in this design, only the positive values of the sinh signal, which represent the positive half of the sinh wave, are stored in the ROM. Figure 7 shows the generation of the positive half of the sinh wave with the red dashed circles compared to the original full sinh wave with a blue line produced by MATLAB Whereas, the negative values (the negative half of the sinh wave) are the same as the positive values but they are
multiplied by the negative sign (-1) to generate the full sinh wave. Therefore, the size of the ROM area is reduced to half instead of storing all the positive and negative values of the sinh wave in the ROM, which will increase the memory size to double.

The absolute value of the input angle ( X ) is taken through the Absolute Xilinx block. The Absolute block's output is driven to the Slice block, which is used to take the input width of only the seven Least Significant Bits (7-LSBs), which is the width of the location lines of the ROM and ROM1 blocks. Therefore, the resolution of this approach is $\frac{1}{2^{7}}$. The results of hyperbolic-sine and hyperbolic-cosine functions are already stored in the ROM and ROM1 blocks, respectively. The selection of the exact result of these two functions depends on the location number specified by the slice block. The block Xilinx Mux is utilized to select between the positive and negative values of the sinh function (ROM block), and this selection depends on the input of the select (sel) line that comes from the Slicel block, where if the Most Significant Bit $(\mathrm{MSB})=1$, the output of the multiplexer will be negative, and if the $\mathrm{MSB}=0$, the output will be positive. The sinh's result will be acquired using the Display block. In contrast, the result of the cosh function is directly driven to Display 2.


Figure 6: The Proposed Sinh and Cosh Desing Based on ROM Method


Figure 7: Generating Positive Half Sinh Wave

## 4. Experimental Results and Discussion

Five suggested hyperbolic function designs were realized using various methods. The Xilinx Spartan 3A-3N/XC3S700a/4/fg484 FPGA platform is used to verify the proposed designs. These designs are implemented using XSG blocks, which can be found in MATLAB 2012a and ISE 14.7 configuration. This research aims to minimize the use of resources (area). This work includes three comparisons regarding area minimization, power consumption, and high-speed execution.

### 4.1 Performance Evaluation of the Proposed Hyperbolic Sine and Cosine (Sinh \& Cosh) Functions

This section shows the performance of five proposed designs of sinh and cosh functions, as illustrated in Figure 8. Where the red line with circles represents the signals of the proposed designs, the blue line represents the ideal signal of these functions that are considered as a reference signal to compare it with the generated signals of the proposed designs.

Figure $8(a, b)$ shows the results signals of sinh and cosh functions, respectively. As can be shown from this Figure, the cycle range of the CORDIC block designs is between $\left(-\frac{\pi}{4}\right.$ to $\frac{\pi}{4}$ ) which cannot cover the whole range of angles (i.e., from $-\pi$ to $\pi$ ). Therefore, there is no matching between the red signal and the typical blue signal at ( -1 to 1 ) of the x -axis. In addition, this design has the lowest accuracy (high error percentage), which is equal to ( $352.9 \%$ ) and ( $221.53 \%$ ) for sinh and cosh functions, respectively. Another drawback of this design is taking (20) clock cycles for execution, which means it has high latency. The proposed designs that are based on the Tylor series and the modified Tylor series have relatively low accurate results due to the obtained error percentage, as shown in Figure 8:(e-f) and Figure 8:(g-h), which are as follows (sinh-error= 7.05\%, cosherror $=27.13 \%$ ), and (sinh-error $=6.61 \%$, cosh-error $=43.47 \%$ ), respectively. In addition, the modified Tylor series have a long delay of 10 clock cycles. The ROM approach can be considered a relatively low error percentage of (sinh-error= $5.23 \%$, cosherror $=5.03 \%$ ), as shown in Figure 8:(i-j). The most accurate results are the designs based on the exponential function, where the error percentages are $(0.13 \%$ ) for each sinh and cosh function as shown in Figure 8:(c-d).. But it has the main drawback: it consumes relatively high logic elements, which means it consumes a lot of area. Therefore, the ROM approach is considered the most effective method in all respects.

(a)

(c)

(e)

(b)

(d)

(f)

Figure 8: Plots of Sinh and Cosh Functions for (a) Standard CORDIC Hard FPGA Block, (b) Based on Exponential System, (c) Traditional Tylor Series Method, (d) Modified Tylor Series, and (e) ROM Approach


Figure 8: Continued

### 4.1.1 Resource utilization of hyperbolic sine and cosine (sinh \& cosh) designs

Table 1 illustrates the resource utilization, where the designs consume a significant number of elements represented by the LUTs, and occupied slices are the designs based on standard CORDIC block, exponential function, and Tylor series and modified Tylor series. Also, it should be noted that the conventional Tylor series and the standard CORDIC block have flip-flops of (1145) and (70), respectively. The other three designs, in contrast, contain no flip-flops.

As depicted in Table 1 the ROM approach occupied the smallest area among the other designs. This minimizes area because the design already precomputes the angles and stores the results in the memory. This means the design determines a specific number of logic elements that are used. The resolution of the ROM design is $\left(\frac{1}{2^{7}}\right)$, which can cover a wide range of angles.

Table 1: Resource Utilization, Max. Operating Frequency and Clock Cycle of Hyperbolic-Sine and Hyperbolic-Cosine Designs

| Proposed Sinh/Cosinh Design |  | $\begin{aligned} & 7 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \end{aligned}$ |  | $\begin{aligned} & \pi z \\ & 3 \\ & 3 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \end{aligned}$ | $\begin{array}{ll} 0 & 2 \\ 0 & 0 \\ 3 & 0 \\ 0 \\ 0 \\ 0 \\ 0 \\ 0 \\ 0 & \end{array}$ | $\begin{array}{r} \text { OIS8IX8ILTOW } \\ \text { JO }{ }^{\circ} \mathrm{ON} \end{array}$ |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Standard CORDIC Block | 1,145 | 632 | 1,067 | 1 | 0 | 0 |  | 20 |
| Sinh \& Cosh Based on Exponential Function | 0 | 92 | 145 | 1 | 3 | 2 |  | 1 |
| Tylor Series Approach | 0 | 140 | 193 | 0 | 0 | 10 |  | 1 |
| Modified Tylor Series Approach | 70 | 62 | 77 | 1 | 0 | 0 |  | 10 |
| ROM Approach | 0 | 26 | 43 | 1 | 2 | 0 | 314.86 | 1 |

### 4.1.2 Power consumption of hyperbolic-sine and hyperbolic-cosine designs

Figure 9 shows the power consumption of the five proposed designs. The total power consumption can be introduced as follows: ( 116.96 mW ) of the design based on standard CORDIC block, $(76.75 \mathrm{~mW})$ of the design based on exponential function, $(61.6 \mathrm{~mW})$ of traditional Tylor series, ( 60.5 mW ) of modified Tylor series, and ( 56.83 mW ) of the ROM approach. The suggested design based on the ROM technique significantly reduced the total power from the other designs. This reduction is because the ROM design has zero flip-flops. Therefore, the switching activities are reduced or eliminated, which they consider the main reason for dynamic power dissipation. In addition, a few numbers of the LUTs and occupied slices are consumed by this method.


Figure 9: Power Dissipation of the Sinh and Cosh Designs

### 4.1.3 Area-comparison of the proposed hyperbolic-sin and hyperbolic-cosine designs with the previous works

The best results of area minimization are obtained when using the ROM approach. Various techniques for area minimization are shown in Table 2 which contrasts the suggested designs based on the ROM approach with those of earlier works. The highest number of flip-flops, LUTs, and occupied slices can be found in [17,18,19], which are as follows: $(1791,40,512)$ of flip-flops, (not mentioned, 330, 29172) of LUTs, and $(3014,175,9430)$ of occupied slices, respectively. In contrast, the number of flipflops, LUTs, and occupied slices of the ROM approach are zero flip-flops, (175) LUTs, and (92) occupied slices. Therefore, the design based on the ROM approach has the highest area minimization compared to the related works.

Table 2: Comparison of Area between the Proposed Design Based on the Rom Approach and The Previous Works

| Technique | No. of <br> F/Fs | No. of <br> LUTs | Occupied <br> Slices | Platform | No. of <br> Clock <br> Cycle | Ref. |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| CORDIC <br> Algorithm | 1791 | - | 3014 | Xilinx FPGA |  | $[17]$ |
| CORDIC | 40 | 330 | 175 | Altera Quartus - II kit | 12 | $[18]$ |
| Algorithms <br> QH-CORDIC | 512 | 29172 | 9430 |  | 32 | $[19]$ |
| Algorithm <br> ROM Approach | 0 | 175 | 92 | Xilinx Spartan-3A | 1 | ROM Approach |

## 5. Conclusion

In this work, five proposed designs of hyperbolic sine and hyperbolic cosine functions were implemented by XSG using different approaches. Table 1 shows the comparison between the five proposed designs; it can be concluded that the proposed design based on the ROM approach has a small area utilization, a high speed of execution, which is about one clock cycle, and low power consumption among the other four proposed designs. The other conclusion is that the ROM approach achieved the lowest number of look-up tables, occupied slices, and zero flip-flops. This means it consumes the lowest area and low latency in which it can execute the result also in one clock cycle among the related works, as shown in Table 2.
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